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Cracking DES 
 
As part of CS 4371, students receive a challenge of decrypting a PDF file, which was encrypted using                  
DES. The file was not given but had to be extracted from a user account in the security lab (named                    
“secret.pdf.enc2”). The key is unknown, but the source code of the program that was used for the                 
encryption is provided. 
 

The Breakdown of my approach 
 

Project 3 was released on November 5th. Since for a while I believed that we had to actually gain                   
brute force access to “User25” in the lab to retrieve the file (part of project 3), I was not able to begin with                       
the challenge directly until November 15th (at which point my group finished task 3 of project 3). I did,                   
however, start doing some research as soon as the challenge was presented in class. 

As I usually do, I went to Wikipedia (not advised for research, but usually great to get started)                  
and had a look at the “Data Encryption Standard” (DES) [1]. What I found was that the DES uses a                    
symmetric block cipher. Since we talked about this in class, I knew that the same key is used to encrypt                    
blocks of data, repeatedly. Wikipedia also told me that the key is 8 bytes in size, with parity bits. The                    
actual key is therefore only 56 bits, or 7 bytes, long. This reduces the combination size dramatically. 

In class we also talked about something called “Known-Plaintext Attacks”. Using this attack, we              
can compare the decrypted ciphertext against some string that we know has to be present. This allows us                  
to determine if the decryption was successful, or not. Looking at the encrypted file, we can see that the                   
original file was most likely a PDF file. The project description also showed us that PDF headers usually                  
contain something like “%PDF-1.X”, where X is a number from 0 to 6. However, this did not tell me                   
anything more about PDF headers, so I tried to confirm it myself using python2.7: 

 

$ python2.7 
Python 2.7.12 (default, Nov 12 2018, 14:36:49)  
[GCC 5.4.0 20160609] on linux2 
Type "help", "copyright", "credits" or "license" for more information. 
>>> fh = open("./test.pdf", "rb") 
>>> plaintext = fh.read() 
>>> print(plaintext[0:8]) 
%PDF-1.4 

 
I opened a file as a binary, read the entire file, and then printed the first 8 characters. This                   

confirmed that the header is actually the first 8 characters (with no characters being present before this                 
header). For my test PDF file (an arbitrary file that I had on my computer), I got the header and version                     
“%PDF-1.4”. As previously mentioned, we do not really know what version the encrypted PDF used.               
This means that for our plaintext attack, we are only interested in the first 7 bytes, and not 8. Meaning that                     
the known plaintext can be reduced from “%PDF-1.4” to “%PDF-1.”. 

Next, I started tackling the actual DES encryption. I started off by having a look at the provided                  
“enc2.c” program, as it was used to encrypt the original PDF file. The program is actually pretty straight                  
forward, once we look up what each of the used “DES_*” functions do. “DES_set_odd_parity” [2]               
modifies the key to be in the correct form (Wikipedia told me earlier that DES uses 8 bit odd parity keys),                     
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and “DES_set_key_checked” checks if the key is in the correct form. The important function call is                
“DES_ecb_encrypt”, which tells me that DES was used in ECB mode for the encryption. Now I wanted to                  
try this myself, and see how this is done in python (see “DES_encryption.py” for my approach).                
Encryption seemed to work just as well in python. I was able to read an arbitrary PDF file, encrypt it                    
using a key, decrypt it, and still get the same header as before. 

Given that we have a PDF to test the decryption on, I started looking into the key space of DES.                    
As shown in my program, DES can have any given key input. This means that we can actually come up                    
with some pretty crazy keys (for example containing a ‘\r’). The guaranteed way to find the key, would be                   
to brute force all characters in the ASCII table. 

 

 
Figure 1: Characters that can be used 

 
There are 128 characters in the ASCII system that could theoretically be used. This means that                

there are 128^8 combinations, which turns out to be 7.205759404×10¹⁶. And according to the given               
“enc2.c” program, there is really no restriction on the key that can be used, as it can be executed like this:                     
“./enc2 file_to_encrypt ​key_in_hex​​”, where the key needs to be a 16 character hex string (8 byte string                 
conversion to hex). However, multiple resources have (including Wikipedia) mentioned that DES is really              
susceptible to brute force attacks. Again, i tried a simple script to get a feeling for how long this would                    
take me to solve (script: “combinations.py”). When using my “DES_encryption.py” program again, but             
setting it up for my “combinations.py” (by using the encryption key “00000000”, and changing the code                
from “​iterator = 20​” to “​iterator = 48​”), I got some results: 
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$ python2.7 combinations.py  
HEX-KEY: 3030303030303030 KEY: 00000000 
HEADER: %PDF-1.4 
HEX-KEY: 3030303030303031 KEY: 00000001 
HEADER: %PDF-1.4 
HEX-KEY: 3030303030303131 KEY: 00000011 
HEADER: %PDF-1.4 
HEX-KEY: 3030303030313131 KEY: 00000111 
HEADER: %PDF-1.4 
HEX-KEY: 3030303031313131 KEY: 00001111 
HEADER: %PDF-1.4 
HEX-KEY: 3030303131313131 KEY: 00011111 
HEADER: %PDF-1.4 
HEX-KEY: 3030313131313131 KEY: 00111111 
HEADER: %PDF-1.4 
HEX-KEY: 3031313131313131 KEY: 01111111 
HEADER: %PDF-1.4 
HEX-KEY: 3131313131313131 KEY: 11111111 
HEADER: %PDF-1.4 
HEX-KEY: 3f3f3f3f3f3f3f3f 

 
We can see that either of these keys decrypts the test PDF successfully to where a header                 

containing the “PDF” keyword was found. This was due to the fact that I started the script at the character                    
that I knew would hit. If I, however, would let this program run over the entire ASCII character space, it                    
would not be as easy. If we try all the possibilities from 0x14 to 0x7f (113 different characters), it took                    
about a minute for the character on the fifth position to go from 0x14 to the beginning of the 0x16 space.                     
This means that it would take almost an hour to try the rest of the 113 characters in the fifth position only: 
 

$ time python2.7 combinations.py  
HEX-KEY: 14141414​16​172646 
Traceback (most recent call last): 
  File "combinations.py", line 26, in <module> 
    msg = cipher.decrypt(text) 
  File "/usr/lib/python2.7/dist-packages/Crypto/Cipher/blockalgo.py", line 295, in 
decrypt 
    return self._cipher.decrypt(ciphertext) 
KeyboardInterrupt 
 
real 0m43.728s 
user 0m43.668s 
sys 0m0.056s 

  
However, we haven’t even started changing the first four characters yet. This means that we have                

to take an hour per character in the fourth position. If we take it a step further, we multiply:                   
1h×113×113×113×113 = 163047361 hours. That would take about 18 thousand years using a single              
thread, so this approach is clearly not viable. The logical next step was to Google for another solution. I                   
went back to the Wikipedia page. This is how I found a service that was linked in the ​references​. This                    
pointed me to “​https://crack.sh​”. After a bit of digging, I found out that the service is operated by                  
Toorcon, the company behind a “hacker conference”. They had apparently started this project as to enable                
research, and show that DES is insecure. After reading about them trying all “2^56 =               
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72,057,594,037,927,936” key combinations (without parity), and that they had a 100% money back             
guarantee (in case they couldn’t find the key), I decided to give it a shot. 

It turned out that they offered a known plaintext attack option for DES. All I had to do was clone                    
one of their GitHub repositories and install some required dependencies [4]. The “impacket” module was               
quite hard to install. In the end, I decided to create a new Conda environment with python2.7, and then                   
install it within that environment, by forking it from GitHub (using “pip install .”). The “./des_kpt.py”                
still would not work, but after reading the error, I went into “./des_ktp/__init__.py” and removed the                
version inclusion: “from _version import __version__”, and installed “passlib” (again using “pip”). Now             
the command worked as expected, and I was able to run the examples that are given on the website:  
 

$ source activate myenv 
(myenv) $ ./des_kpt.py 
Error: Missing command 
 
des_kpt.py 
   
    Commands (use "des_kpt.py help <command>" to see more): 
      parse   -p <plaintext> -m <mask> -c <ciphertext> [-e] 
      encrypt -p <plaintext> -k <key> [-i <iv>] 
      decrypt -c <ciphertext> -k <key> [-i <iv>] 
      kerb    -i <input> 
      help    <command> 
 
(myenv) $ ./des_kpt.py encrypt -p 0000000000000000 -k 1044ca254cddc4 -i 
0123456789abcdef 
                 PT = 0000000000000000 
                 IV = 0123456789abcdef 
              PT+IV = 0123456789abcdef 
                 CT = 825f48ccfd6829f0 
                  K = 1044ca254cddc4 
                 KP = 1022324454667688 
                  E = 1 
(myenv) $ ./des_kpt.py parse -p 0123456789abcdef -m ffffffffffff0000 -c 
825f48ccfd6829f0 
                 PT = 0123456789ab0000 
                  M = ffffffffffff0000 
                 CT = 825f48ccfd6829f0 
                  E = 0 
crack.sh Submission = $98$ASNFZ4mrAAD///////8AAIJfSMz9aCnw 

 
According to the website, the parse command can be used to create a submission. What it requires                 

is just the plaintext, a mask (which after trying a few inputs looked like it just tells the services which                    
bytes need to be ignored from the plaintext - in the above example this turns out to be “PT =                    
0123456789ab0000”, using the mask “ffffffffffff0000”), as well as a ciphertext that we want to crack. I                
wanted to see if I could just insert the entire plaintext, as well as the entire ciphertext of the PDF, and                     
mask the plaintext to just look for the first 8 bytes. However, the “crack.sh” documentation states that the                  
mask can “have at most 24 zero bits.” So I couldn’t submit the problem this way. Next, I modified my                    
“DES_encryption.py” script to try to only decrypt the part that we are interested in (the first 8 bytes;                  
changing the code from “​plaintext = cipher.decrypt(msg)​” to “​plaintext =             

cipher.decrypt(msg[0:8])​”). I reasoned that it could work, since we are working with a block cipher.               
Additionally, I tried to restrict the encryption string, to validate that the output would stay the same (by                  
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changing “​msg = cipher.encrypt(plaintext)​” to “​msg = cipher.encrypt(plaintext[0:16])​”).            
Again, the decryption and encryption worked just fine, and I should be able to submit the first 8 bytes                   
from the ciphertext and plaintext to get the correct key. 

Next, I had to find the actual values of the “secret.pdf.enc2” file, in order to be able to submit the                    
brute force job. This turned out to be quite easy with python. I just had to convert the right locations                    
within the file into a hexadecimal representation. I used “extract.py” to do this: 

 

(myenv) $ python extract.py  
('%PDF-1.4', '255044462d312e34') 
('v\x14s\xe7\x89!\r\xc2', '761473e789210dc2') 

 
From both my “test.pdf” and the “secret.pdf.enc2” I read the first 8 bytes, and converted them to a                  

hex representation. As previously mentioned, this is not enough information for the “parse” command.              
We need a mask, which we’ll use to ignore the exact version of the PDF (since we do not know which                     
version was used for the encrypted file). This means that the mask “ffffffffffffff00” should work. I tried to                  
see if this was correct using the parse command: 

 

(myenv) $ ./des_kpt.py parse -p 255044462d312e34 -m ffffffffffffff00 -c 
255044462d312e37 
                 PT = 255044462d312e00 
                  M = ffffffffffffff00 
                 CT = 255044462d312e37 
                  E = 0 
crack.sh Submission = $98$JVBERi0xLgD/////////ACVQREYtMS43 

 
The resulting job plaintext turned out to be “255044462d312e00”. Using python once again: 

 

(myenv) $ python 
Python 2.7.15 |Anaconda, Inc.| (default, Oct 10 2018, 21:32:13)  
[GCC 7.3.0] on linux2 
Type "help", "copyright", "credits" or "license" for more information. 
>>> "255044462d312e00".decode("hex") 
'%PDF-1.\x00' 

 
I was able to confirm that it was looking for the correct plaintext, and I had already generated the                   

submission for “crack.sh”. I went to the page [5], copied my submission token, submitted, and waited.                
About five minutes later, I went back to my parse command and saw that I had copied some of my                    
variables to the incorrect spot. Previously, I had identified the plaintext, as well as the ciphertext                
correctly, but when inserting the values into the “parse” command, I used PDF header plaintexts for both                 
the “-p” and the “-c” command. I’m not exactly sure where I copied the ciphertext from, but it appears                   
that it is just another PDF header (“%PDF-1.7”). I basically asked “crack.sh” to find a key that would turn                   
my plaintext back into a plaintext. Two days later they sent me a result: 

 

 
5 



 
Patrick Gruber 

A04769799 (p_g149) 

 
Figure 2: The first brute force result 

 
Note that this was the only key that could be identified. While waiting for the above result, I                  

made some changes to the submission, so it would accurately reflect the values that I am looking for: 
 

(myenv) $ ./des_kpt.py parse -p 255044462d312e34 -m ffffffffffffff00 -c 
761473e789210dc2 
                 PT = 255044462d312e00 
                  M = ffffffffffffff00 
                 CT = 761473e789210dc2 
                  E = 0 
crack.sh Submission = $98$JVBERi0xLgD/////////AHYUc+eJIQ3C 

 
Then I carefully checked for mistakes this time around, and submitted it again. This new               

submission had to wait in line for its turn (it took about three days before it was ready to run). 
Meanwhile I was curious to see what result I had gotten from my faulty submission. So I created                  

another file called “test_encrypt.py”, where I wanted to see what happened when I used that key during a                  
decryption (because in theory, using this key should return the same file). I opened “test.pdf”, read it, took                  
the key, hex decoded it, ran the encryption and wrote it to a file. The first time I ran it, I got an error                        
“ValueError: Key must be 8 bytes long, not 7”. I decided to wait for my second submission, and see what                    
results I get: 

 

 
Figure 2: The second brute force result 

 
Once again, the key was only 7 bytes long. I believed that the 7 byte key from the result must                    

have been without parity bits, given that “crack.sh” checks all the 2^56 combinations. I went back to the                  
“crack.sh” website and couldn’t find anything that confirmed my suspicions. Then, I went to the GitHub                
page that provided the code for “des_kpt.py” [6], where I found: “NOTE: Results from crack.sh are                
7-byte (56-bit) keys without parity. You can use des_kpt.py encrypt or decrypt to add parity to the key if                   
needed.” And sure enough, the command that was included in the result email worked with a 7 byte key                   
(instead of 8). The next logical step was to see how “des_kpt” transformed the 7 byte key to 8 (adding the                     
parity bits). I opened the source code of “des_kpt”, and traced the decrypt command back to a file called                   
“./des_kpt/commands/DecryptCommand.py”. This file contained a function called “execute”, which took          
the key, passed it through “​key_parity = des.expand_des_key(key)​” and then used this key as:                
“​des_obj = DES.new(key_parity, DES.MODE_ECB)​”. This function could be found in the previously               
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required “passlib” module and is included as “​from passlib.utils import des​”. So I want back and                   
ran my key through this function: 

 

(myenv) $ python 
Python 2.7.15 |Anaconda, Inc.| (default, Oct 10 2018, 21:32:13)  
[GCC 7.3.0] on linux2 
Type "help", "copyright", "credits" or "license" for more information. 
>>> from passlib.utils import des 
>>> des.expand_des_key("b08734aa3d90cd".decode("hex")) 
'\xb0B\xcc\x94\xa2\xecB\x9a' 
>>> des.expand_des_key("b08734aa3d90cd".decode("hex")).encode("hex") 
'b042cc94a2ec429a' 

 
Now I finally had an 8 byte key. I created the “decrypt.py”, which generated “secret.pdf”, and                

informed me that, this time, it all worked as expected.  
The final processing time for the key was a little over a day, once “crack.sh” started processing                 

my submission. All the other time that I had to spend on this was due to me having to figure out how to                       
use DES in python, and how the “crack.sh” system worked. A few mistakes on my end added some time                   
as well. If I had to decrypt another DES ciphertext, my guess would be that I would be a lot quicker. I                      
would say that this confirms the fact that DES is not safe to use. I was able to figure this out in about three                        
weeks, with little knowledge about DES, simply by using Google and Wikipedia. 

 
Addendum 

 
I went back and expanded the first key as well, since I was curious to see if it could actually                    

work. With parity bits, “f54f429e43206f” turned out to be “f4a6d052e41880de”. I changed my             
“test_encrypt.py” from “​key = "f54f429e43206f00"​” to “​key = "f4a6d052e41880de"​”. As a result, I                 
got: 

 

(myenv) p@letterbomb:~/proj/sandbox/des_kpt/finals$ python test_encrypt.py  
%PDF-1.4 
('f4a6d052e41880de', '\xf4\xa6\xd0R\xe4\x18\x80\xde') 
('\r\x13\xf5\xf2\x1d71u', '0d13f5f21d373175') 

 
Where ​​“​'\r\x13\xf5\xf2\x1d71u'​” should appear as a valid PDF header, if this operation was             

successful. To see what actually happened, I also changed “​enc = cipher.decrypt(plaintext)​” to               
“​enc = cipher.decrypt("255044462d312e37".decode("hex"))​”. Here, “255044462d312e37” is the         
original ciphertext that I used for the submission. Now, I got the output: 

 

(myenv) $ python test_encrypt.py  
%PDF-1.4 
('f4a6d052e41880de', '\xf4\xa6\xd0R\xe4\x18\x80\xde') 
('%PDF-1.5', '255044462d312e35') 
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The version position turned from 7 into a 5, but this only seems to work for a “%PDF-1.7” input,                   
and not for “​%PDF-1.4​” (the previous try). This makes me think that “crack.sh” found a key that generates                  
a valid header, by pure luck. 
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Sources 
 
[1] ​https://en.wikipedia.org/wiki/Data_Encryption_Standard 
[2] ​https://www.openssl.org/docs/man1.1.0/crypto/DES_set_odd_parity.html 
[3] ​https://crypto.stackexchange.com/questions/58656/can-i-find-the-encryption-key-if-i-know-the-plain- 

text-and-the-encrypted-text-d 
[4] ​https://crack.sh/des_kpt/ 
[5] ​https://crack.sh/get-cracking/ 
[6] ​https://github.com/h1kari/des_kpt  
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